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# 1. 개발 환경

1. **개발툴**
   * Visual Studio Code 1.101.2를 기본 개발툴로 사용한다.
   * MySQL Community Server 8.0.41을 Database 관리툴로 사용한다.
   * Java 21.0.7 2025-04-15 LTS을 백엔드 기본 언어로 사용한다.
   * Spring-boot 3.5.3을 백엔드 기본 Framework로 사용한다.
   * React 19.1.0을 프론트엔드 기본 라이브러리로 사용한다.
   * npm 11.4.2를 프론트엔드 빌드 도구로 사용한다.
   * mvn 3.9.10을 백엔드 빌드 도구로 사용한다.
2. **버전관리계획**
   * 형상관리 툴인 Git(version 2.48.1)과 Git GUI인 SourceTree를 이용하여 단위 개발 및Version

관리를 하며 서버는 GitHub를 이용한다.

* + 개발자 로컬 PC의 웹환경을 기반으로 개발하는 것을 기본으로 하며, 타 개발자 작업 내용의

참조가 요구되는 경우에는 GitHub을 이용하여 해당 작업 내용을 개발자 로컬 PC로

이전받아 참조하며, 공용 라이브러리의 확장은 최종 개발 책임자에게 제작을 의뢰한다.

* + 테스트 서버의 관리 및 작업 내용 반영은 최종 개발 책임자가 작업한다.
  + 단위 개발 작업이 완료되면, 최종 개발 책임자는 해당 결과물을 받아 테스트 서버에 설치한다.
  + 개발 진행중인 작업 내용의 경우 개인 단위의 백업관리가 이루어지며, 개발 완료 작업

내용과 일(daily)단위의 백업은 최종 개발 책임자가 맡는다.

1. **데이터베이스 접근 계획**
   * 모든 개발자는 하나의 데이터베이스 서버(테스트 혹은 운영서버)를 공유하여 사용한다.
   * 데이터베이스의 접근은 WAS의 자체 Database Pooling모듈을 사용하며, DB 리소스는

독립적으로 획득할 수 없다.

* + JPA를 이용하여 메인서버와 DB서버간 데이터 전달을 제어한다.
  + MySQL 8.0.41의 커넥션 풀 설정은 spring.datasource를 통해 구성한다.

# 2. 명명 규칙

1. **디렉토리 명명 규칙**
   * 디렉토리 명칭은 영문으로 사용한다.
   * groupId에 정의된 패키지 깊이를 기준으로 디렉토리를 생성하며, 약어를 사용하지 않는다.
2. **HTML 파일 명명 규칙**
   * 해당 디렉토리 명칭 말머리로 갖고 파일의 주요 기능을 표기한다.

| XXXXX-YYYYY.html  ⓐ ⓑ ⓒ | | |
| --- | --- | --- |
| ⓐ | 디렉토리 명칭 | 역할별 분류   1. 공통 UI : components 2. 페이지 단위 : pages 3. API 통신: api 4. 정적 파일 : assets 5. 공통 로직 함수: utils 6. 페이지 공통 구조 : layouts 7. 라우팅 설정 : routes 8. 전역 스타일 설정 : styles |
| ⓑ | 구분자 | 연결 단어 첫 글자를 대문자로 시작 |
| ⓒ | 주요 기능 | 1) 게시판 : write(글작성), rewrite(수정), list(글목록), detail(글상세), delete(글삭제)  2) 댓글 : write(댓글작성), rewrite(댓글수정), list(댓글목록), delete(댓글삭제)  3) 회원: auth(인증), signup(회원생성), login(), logout()  4) 마이페이지 : auth(인증), subscriber-view(본인정보조회), creator-view(창작자정보조회), edit(정보수정)  5) 결제 : payment(결제진행), list(결제목록), cancel(결제예약취소)  6) 구독 : subscribe(구독생성), cancel(구독취소), list(구독목록) |

* 구분자를 제외한 모든 섹션은 영문자로 시작하며, 가급적 의미를 알 수 없는 약어를 사용하지 않는다.
* 페이지 구성은 모두 React 컴포넌트(JSX)로 구현한다.
  + 컴포넌트 파일명은 해당 기능과 역할을 명확히 알 수 있도록 의미 있는 단어로 작성한다.
  + 파일명은 첫 글자를 대문자로 하는 CamelCase 방식으로 작성하며, 특수 문자(-,\_, 공백 등)는 사용하지 않는다.
  + 각 컴포넌트는 하나의 파일로 구성하며, 컴포넌트 이름과 파일 이름은 동일하게 유지한다.
  + 공통 UI 컴포넌트는 components/ 디렉토리, 페이지 단위 컴포넌트는 pages/ 디렉토리에 저장한다.
  + 스타일 파일은 컴포넌트명.module.css로 작성한다.
  + 파일 확장자는 JavaScript 기반이므로 .jsx를 사용한다.
* React에서는 별도의 HTML 파일을 다수 생성하지 않고, 보통 public/index.html 한 개만 사용한다.
* 사용되는 확장자는 아래와 같다.

| **파일 형식** | **파일 확장자** |
| --- | --- |
| React Component(JSX) | .jsx |
| Cascading Style Sheet(CSS) | .css |
| JavaScript | .js |
| Hyper Text Markup Language | .html |
| Web Resource | .jpg, .svg, .png, .bmp, |
| JAVA | .java |
| Config file | application.yml, .env, pom.xml 등 |
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   AI가 생성한 콘텐츠는 부정확할 수 있습니다.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANIAAAFrCAYAAACkK9dLAAAjdklEQVR4Xu2d6XcVVb6G+1+5X+7qdt1et7ttVBqQhQxCAzIjKIIMggyByBCmMCeEUYYmgZAwCNIyT0IChojMKBhAGdVrez/cb/fL/Qv2zbvjPlZ2Ve06OfU7J3Uq74dn5dSeqpJVT6pqn7Pf87t///1LihASj9/ZBYSQjkORCBGAIhEiAEUiRACKRIgAFIkQASgSIQLkXaTJU2eoL6/dUXe+eZjhzLnL6rUer/vaElKs5F2kpuabauhbo1SPnn0yzPuoTJ27cFl1e62Hr32+GfLWcNV89aaaW7rAV0dIruRdJFyBvBIZFi1erm7daWl3pQIXG5vViJFjfONIAZGu3bjdKvNCXx0huRIqkutq4aqzCRMpjHHjJ6mLDc2+cQhJMqEi7aipUxOnTPeVowx1dnkYHRUJoI89Tu8+/dS3D75XtXUH1P1vH6nHT39QNXvqVNXGrarl4RO9fezEGfVyt1d1++Ur1rRe8e6rZy9+VnfvtajKqs26vNsr3dX9lu/UrDnzMmPurq1vbfNAPfz+mTp85Lh6o98A3/4JcREq0l/++oratfdgO5nwGmWos9uHISUSTu4f/uu/1fWbd9XsklK1s7pWb9+8fU+VzPuoVZRNenvx0nI1YOBgLcX+g4fV9A9nqwOfHNF1g4cOV69276Ff49bOjHn77reqdP4iVbF+o3ry7Ee1fsMW3/4JcREqEvDKlItEQFqkZeWr9PYf//PP6unzn9qd9Pdar1Tbtu/KbKNN/wGD1HuTpui+CxYtCRRp5eqKTJ8LDZfV2fONvv0T4sIpEjAy5SIRkBZp1pzSTBmuHitWrfPsq0Vt21GtuvfopY4cPalv957/8C99dULfhWXLAkXyjolbu4ZLV3z7J8RFpEgAAuUiEegMkVavrdQCzV+4WP3pL39Vbw4aQpFIXslKpDh0hkhrKzZokfBe0dBhI/QkBEUi+STvIgW9IesCbdHHHqdP3/6/nvTzMmW4dStfuTazjUkDPCNhNq6hsUm3B4c+PaZ/2s9IQWOiLfra+yfERd5FCvqIkAu0RR97nFzAFQey2OWESJN3kQjpClAkQgSgSIQIQJEIEYAiESIARSJEAIpEiAAUiRABKBIhAlAkQgSgSIQIQJEIEaCoRHp5QInqv+R/1MAV/5ehz8zb6g9/6ulrS0ghKSqR+pX9on7/t/fVv/1H3wwvD9us3ih9rF76S29f+zDeGj5KZ9vNmfvbOiRC4lBUIuEK5JXI8OfBG9SA5f/b7koF+i34Qf2p90TfOBAJ2XYl8+b76gjJhYKI5MrBc9XZhIkUxku9pqu+81/4xiFEmoKIJJWR11GRAPrY42CVLPLsPpxVorfDMvCqd9epy01X2/W92PiFqtv3ibMf6XoURCSpjDwpkXr07K2XmCPTwZWB98GMWfr1hImTdb+Ro99WL376Rd8SuvrZ+yPppyAiAYmMvHyIZMqCMvBQfuPW12rP3v369Y5du3Uiq3essH6ka1EwkUDcjLx8iOTKwEPb7Tur9e0bXl+9flvtrt2nX0f1I12LgooE4mTk5UMkVwYe2uJWDfVlS8r1z1FjxunyqH6ka1FwkeKQD5FcGXimPWKMMTnhnXjIph/pOhSVSEFvyLpAW/Sxx/GK5MrAM+0xO4eydZUbMmXZ9CNdh6ISKegjQi7QFn3scd4eP0Gf9FM/+DBTlmsGXq79SLooKpEkQPjkd09eZCYQCJGgy4mEyQPEFZsvJCNEgi4nEiH5gCIRIgBFIkQAikSIABSJEAEoEiECUCRCBKBIhAhAkQgRgCIRIkCXFWn6zBJ19frddl8E/fmFJtWjVx9fW0Ki6LIiNX15Sw0ZNlL16Nknw7yPytSFhib12t8YOEk6RpcVCVcgr0SGRYuXt7tKGRovXVWjxo73jUMIKDqRXDl4rjqbMJHCGDd+kmpsbB/NRYih6ESSysjrqEgAfexxAGK6sBwd65ywJP2Tw0d1dh7qkPFwoeELXffN/Yfq4KF/6owH1GGVLdrX1h1Q9799pINUavbUqaqNW1XLwyd6G0vYueQj+RSdSFIZeV6R3m/t33D5qgavbYFcInV7pbu6ffdbnSVeOn+RWrOuSksDOUzdlebreln7ytUVug4ZeOiL1bVYqXv95l01u6RU7ayu1ds3b99TJfM+UpVVm/T24qXlvv2SZFF0IgGJjDyvSI2XvlSDhwzX4LUtkEskhEPiZB877t1M2YyZJap0QVmmziQPAcR74eqD10akZeWr9DYy8p4+/0mt37Al0/5ea9tt23f59kuSRVGKBOJm5EmJVLF+k3ry7EdfeVjdoiXLtTy9evfNiDRrzm/fioH2K1at8xxni9q2o9o3NkkWRSsSiJORJ3VrN2vOPC3DiJFjMmUjR41V70yYpAVB3ZC3fosx3rx1h37+wWuKlB6KWqQ4SE02IHH1fst3quHSFTXunfe0WBAFz0GI/cJkwvmLl3VyEYRB3dHjp3VfipQeuqxIQW/IukBb9LHHAZMmT1PXbtzRAfsIjYQ4/foP1HW4wmEyAcJAkjPnGrRgqEOMV5tI8zJjYaaufOXazDYmK/iMlHy6rEhBHxFygbboY4/jBfLgCmWXmzrM4tnlJB10WZEIkYQiESIARSJEAIpEiAAUiRABKBIhAlAkQgSgSIQIQJEIEYAiESIARSJEAIpEiAAUSYCgD8AyI69rQZEECFqSUWwZeVh8iNwJZEvYdUkG68CwpN8uLzQUSYCwRYJJzsir2VOv9h04nNmGSNdu3NZfVG23lcbedxyw/qtsSeeHw3RpkVw5eK46mzCRwkhCRt6JU+d0hJhdXggk902REkAxZeSZDLz6/Yf0T2TledtjZS1W0368/R+ZsZavWKNu3bmvnr34Wd2916Iqqzbr8uMnz6qnz3/UiUUYCyt8segQS+bNat1s8vh219a3jvtAPfz+mTp85LheOm/2vXptpcIyeewb8WILy5aF7tt1rK6/Ceq8Is1fuFgfq3eFcaHo0iIVU0aeyXfASYaT7r1JU3R7nKSXm67qHLyNm7fpEwv5eQMGDtYn+P6Dh/UzBDIk0H/w0OFqdOttJSRpav5KTZ46Q6/qxYmJetzaZZvHhzY4zor1G/UyehMjNvDvQ/VxIKdv/LsT9YmPCDKIGLRv17G6/ibYlxFpwaIl+hg2bv7Y93ctBF1aJFAsGXnm5IVEpu6DGbN0GYTFSQfw8H32fGOmDbLy+g8YpMVDW5xwKLdvr7wiZZvHB8FMPcYy+0U/1OPqOXTYiEwbg71vQ9Cxuv4meA2RIB5+rq2o8o1ZKLq8SKAYMvKCEofQHmW4rTNgG1cp/Kc/cvSkLsNJhv/4qDO3WPbJ7BUp6Dii8vhwaweJzfamLdt0uKU5HlxJTJ29b9exBh2LF7Qz4B+LXV8oKNKvJD0jL+jknTO3LTcP/8XtsfCMgpMSzw24pXpz0JAAkdqes4BXpFzy+GyRDDj2YydO6/bDRowO3LfrWF1/E7xG3f6Dn6qLjU36Gc97zIWEIgkgNdngysgLOnkR64V6RHzh1gcP7leu3tDt11Zs0CcnnnFwe4Uwfq9ImH7Gvia+P1WfvF6Rcsnj84pUMm++vhohsxzPOJu2bNfHMmjwsMB9u47V9TfBWOYZCSlNmNzA798ZaU0USYCgN2Rd5JKRF5SBB6ZMm6Fu3Ppat0d9Y+sJh4d9zKw1tP6XRhk49Okx/dM8I+FqiWcelE2bPrOdSKa+I3l8GB/7w2vIceSzE3oGDu0ePX6uv2HDtLX3HXWsYX8T1GEbt514PWHiZH17+Gnrvr1/o0JAkQQI+oiQi7gZeUGgPU5IuxxXD5z4djnAw33P190fY4qTx4evowm71Qrat+tYQUf/JoWEIhEiAEUiRACKRIgAFIkQASgSIQJQJEIEoEiECECRCBGAIhEiAEUiRACKRIgAFIkQAShSwgj6ACwz8pIPRUoYQUsycs3Iy1fmW77GtZk5e6662PjbAsAkQ5ESRtgiwVwy8syiN7s8Lvka12bp8pV6TZNdnkQokhCuHDxXnU2YSGG4MvLydcLna1wbitQFSWJGHk54xFYhfAQ5cojtQkKPqc9HllxYzl42WXhYCYtjxLHimOv2HaRIXY2kZeQBnPBYJo6YKiwhRzYchIEQ+ciSc+XsRWXhYeUrBEPmAo51XeUGXU+RuiBJysgDOIl31+7LbCM8BCezN7ZKMkvOlbMXlYWHiQXUI0DS1ENcitRFSUpGHsCJbsf34rYJqT35yJJz5exFJQ9VVvn3CekoUhcmCRl5AILs2LUns41suLaTeV5esuRcOXtRIuFWEPXesJTqmr0UieSG9GTDw8fPdF4c8ukQyohMOMRq5SNLzpWzFyUSElwfPHqqo7bQF89RiPGiSCQngt6QdeHKyMMJj4w4nJA4iXHSmyy6fGXJheXsRWXhgdklpfoY0Q7/ACAaRSI5EfQRIRfZZOQhX86knNrkK0suLGcvG3Cs5itkigWKRIgAFIkQASgSIQJQJEIEoEiECECRCBGAIhEiAEUiRACKRIgAFIkQASgSIQJQJEIEoEgpJugDsMzIyw8UKcUELcnINSNPmkJl4xUKipRQRo4Zr8pXVao/vPRHX122hC0SzCUjLw41e+rVvgOH25WZxYF222KFIiUUCLRyTZUmV5nCRArDlZEXhxOnzumgE28ZRSIFI65MHRUJoI89DgjLwEOuA/LqsCTdtEUGHla/4vXxk2fV0+c/6tAVtMPKW5RDpH0HDul4LtRjJS1yI+z9FgsUKeHEkckrUpwgFVcGHuKz8NobPHny9Hl16szn+jXqkRXR1PyVmjx1Rma1LUS69+0jvbQdQSxYWg4B7X0XCxQp4UiJFDfaCwRl4EWJBMJu7UywpGkD2ex9FgsUKcHEkQhIieTKwIsjkvcZaW/9QZ3sau+7WKBICSWuREDq1s6VgWey8hDrZdrjq1j8IrX/ehaKRApCPqe/XQSJ5MrAQz2uVKfOfq5GjRmnFi8t1xMS2Db9MfWNnLyJ70/NpANRJFI0BL0h6yIsIy8qAw8zeCaeGEH4eNbxXpFwBbz/7SNdP236TF3mzcYDFIkklqCPCLmIyshzZeDhSuONG7bBREXP19P70SSKRIgAFIkQASgSIQJQJEIEoEiECECRCBGAIhEiAEUiRACKRIgAFIkQASgSIQJQJEIEoEgpJuhDq8y1yw8UKcUELaNISq6dF3wqHEszsIxi1pxS/SlyvPYuFkw6FCmh5HNhX6Fz7aLYvrNGr2favHWHXjgIka7duN0q/UJf26RCkRKK9FLzbMhXrl0Unx09qeO47PJigiIlmLgydVQkgD72OGDk6Ld1gMl3T17ofDpEZ73avYeuwxJzZDKg7pv7D9XBQ//MLCnH6lq0311br1fPIjjl8JHjepEg6k+fvdAu925G63Ndt1e666Xps+bM020Q4/XFla90m5u376nqmr16LPsYOxOKlHDiyOQVKU74CU5sBDniuaV0/iK1Zl2Vlqa27kCm7krzdf1Ms3J1ha5D9h36QhgsMUcb9K1Yv1E9efajWr9hi64fO+5dde7CJXW56aoWBs9LEBR9cGvXq3dfLRXqS+bNV2srqvRtIHIh7OPsTChSwpESKU4cF0IhcWLjpDdluHKULijL1OGqZOq276zWGQ14bUSCYKYeV7az5xsz20ePn9YymW2vSACv8exk6ndW11Ikkj1xJAJSIlWs36SvInZ5WB1CTXDy42piRMJsnKnHrR2+jcJsu0TCFQy3dN7xV62ppEgkO+JKBKRu7fCsghMbGXambOSoseqdCZO0IKjzBp9g9q3l4RP9Oq5IOFa8xm2hqUeeOEUiWZHP6W8XQSIhaRXPKTj5EZYPsSAKnoN69OytJwnOX7ys3h4/QQuDOsiBvnFFQvoQxn70+Hlru1M6FgwTFhSJFIygN2RdhOXaAXyLxLUbd9SLn37RmXQ4ufv1H6jrcNW4fvOuPvlxm3fmXIMWDHWI72oTqW0GDuDNVwhhtiFImEjYxgTEhk1b1bGTZ1TNnjodWEmRSMEI+oiQi6hcOwB5zDdK2KAOs3h2eRwgJJJdlyxbobcxrQ5Rb9z62te2M6FIJPHgPStcBfEeEm7x8L7TsvLVvnadCUUiRcEHM2apyqpNqnzlGjVsxGhffWdDkQgRgCIRIgBFIkQAikSIABSJEAEoEiECUCRCBKBIhAhAkQgRgCIRIgBFSjFBH1plrl1+oEgpJmgZRRJz7aTAGicsfbdfFwKKlFDyubAvabl2NXvq1b4Dh33lHQWfEC9bUu57XQgoUkKRXmqeDZ2Va3fi1DkdiGKXdxSKRAKJK1NHRQLoY48D8pVrh/wFb64dVuKaPvX7D+mfGDtqPyBMJHPsiPFCLNjH2//R7tjs/eQCRUo4cWTyihQn/CSfuXajW28lcQI3NX+lc+2w+tb0uXuvRS1fsUa9N2lK5H5AkEjohwWBbbl4H6mNm7fpOvQP2o/9u2cLRUo4UiLFiePKd66dfWtn+uDkto8hbD8gSCQsCEQ//PMYPHS4BhMR2H/QfnKFIiWYOBIBKZGCsutcdR3NtQsTydsnaj/YDhIJ/dAGt3UGbOMqFbSfXKFICSWuREDq1i7fuXZtIv32fBLUJ2o/IEikOXPb+vUfMCjTzrWfXKFICSWf098ugkTKd64dpr4x/sT3p+rJg6A+UfsBQSKhH9oheQi3ppjMuHL1hj72oP3kCkVKMUFvyLrorFw79MezDtpNmz4zsE/UfgCOC7d79usp02bo+C4cO/riK2QG/n1o6H5ygSKlmKCPCLnozFw7JKoiCNIuDyLX/aAfprztcgkoEiECUCRCBKBIhAhAkQgRgCIRIgBFIkQAikSIABSJEAEoEiECUCRCBKBIhAhAkQgRgCKlmKAPrTLXLj9QpBQTtIxCKtdu5uy56mJj7mEhuYBFfciNQGaDXdfZUKSEks+FfRK5dkuXr1TPXvzsK88nEOnajdut/wwW+uo6G4qUUKSXmmdDR3LtOkOkJEOREkxcmToqEkAfexyAFbKItEL+HIJD6vYdbCeSK3PO5MchvgsrYRFAUrOnTlVt3KqXgWP72Ikz6uVur+r2SPW5dee+Hh9RWZVVm3U5FvNhSTpWtEbl5RUaipRw4sjkFSlO+AlWxOJkRdYBbqvWVW7QS72NSFGZcyYbAcvEZ5eUqp3VtXobQiJrrrKqLeln8dJyNWDgYC3F/oOHdQQXxkAdYrQQSInXOAYzZlheXqGhSAlHSqQ4cVyYWMBJizBHU4arixEpKnPOnPTLylfpbSwrx5XNe9Lfa227bfuuzDbaIPkHoY3ou2DRkkCRXHl5hYQiJZg4EgEpkXDFsDPlcAIbkaIy54LSetB+xap1nmNtUdt2VOur35GjJ/XtHgJMcHVC34VlywJFcqUTFRKKlFDiSgSkbu1w+4WT1pspV12zNyNSVOZc0EkfJtLqtZVaoPkLF+tnrDcHDaFIJHfyOf3tIkgkXFUePHqqI7iQDYdnkkePn2dEisqcCzrpw0RaW7FBi4RnraHDRuhJCIpEOpWgN2RduHLtMEmAkx0n78PHbTNk3lk7V+ZcUH4cbt3KV67NbGPSAM9ImI1D5h3aA2Tg4af9jBQ0pp2XV0goUooJ+oiQi2xy7QYNHtbuq1Rscs2cs8EVB7LY5UmFIhEiAEUiRACKRIgAFIkQASgSIQJQJEIEoEiECECRCBGAIhEiAEUiRACKRIgAFIkQAShSign60Cpz7fIDRUoxQcsoijnXLslQpISSz4V9+ci1q9lTr/YdOOxr11WgSAlFeql5NsTJtTtx6pwOH7HbdRUoUoKJK1NHRQLoY48DXLl2x0+ebS3/UddhyTnaotyVdZc2KFLCiSOTV6Q44SdRuXaI6YIwTc1fqclTZ+j2UVl3aYMiJRwpkeLEcUXl2gH71i4q6y5tUKQEE0ciICVSVK4dsEWKyrqz91HsUKSEElciIHVrF5VrB9pE+m06PCrrLm1QpISSz+lvF0EiReXaAUx9I+B+4vtT9YRCVNZd2qBIKSboDVkXcXPt8PyD+mnTZ2bKwrLu0gZFSjFBHxFyETfXDsH3PV/3f/xIKusuyVAkQgSgSIQIQJEIEYAiESIARSJEAIpEiAAUiRABKBIhAlAkQgSgSIQIQJEIEYAiESIARUoxWPb95bU77T6YeubcZfVaj9d9bUk8KFKKaWq+qYa+NardUgnk2p27cFl1e62Hrz3JHYqUYsIW9iHX7tadFt8yiouNzWrEyDG+cUg0FCnFhIkUBnLtLjY0+8Yh0VCkFNNRkQD62OOAkaPf1uEmj5/+oGO2Pt7+D13eu08/vaR8d229jux6+H3b6tk3+g3Q9bjCoX7cO+9lxvrk8FF16NNj7fojlQgrbDF+zZ46VbVxq16aju1jJ86ol7u96jumJEGRUoyUSFjdilBIBEQiCGXj5m3q+Q//0klCEAZLySEXshwq1m/Uy8rXb9ii+yLCC/XvTZqSGe/k6fPq1JnP9WvTH0vSsZx9Z3Wt3sb+sC8kGGF78dJy33ElCYqUYqRE+mDGLH0yI4Nh8NDhmoZLV9TZ840ZESCVaY8rF+rwOluRlpWv0ttYro7EViMiuNd6pdq2fZfvuJIERUoxUiIhow4nO26zDOaqYURASpBpj1s7iIbX2Yrk7Y8r2opV6zy/R4vatqPad1xJgiKlGCmR5sxty6jrP2CQry5IBK9IeEZCPWKLTT2+DoYikaJBSiREaOHBH3FayLVDSD5ywJHjHSSCVySAK9ips5/r+GI86yDGC9uoC+pPkUiiCHpD1gXaoo89DpgybYa6cetr9eKnX/SJ39gqysC/D1V9+vb/VYR5mbaYkWtobMpsV1ZtztwOYmYPYfvmihTUH23LV67NbGMig89IpNMI+oiQC7RFH3scL8iow5S1XR4FsvC88cVpgyIRIgBFIkQAikSIABSJEAEoEiECUCRCBKBIhAhAkQgRgCIRIgBFIkQAikSIABSJEAEoUooJ+jLmzy80qR69/F+YTOJBkVJM05e31JBhI9stlUCu3YWGJvXa33r62pPcoUgJZeSY8ap8VaX6w0t/9NVlS9jCPuTa2UsoQOOlq2rU2PG+caKo2VOv9h047CvvSlCkhAKBVq6p0uQqU5hIYSDXrrHxqm+cKE6cOqcDT+zyrgRFSjBxZeqoSAB97HFAWK7d8ZNn1dPnP+rkH+TTYRm6t/13T17ocmTZvdo9vTHJFCnhxJHJKxKitBouX9XgtS2QSyRXrh1Sgi40fKGXj2N1bfcevXR7yNZ89abOuluzrkoLhRBIe+y0QJESjpRIjZe+VIOHDNfgtS2QSyRXrh3q7Vu76R/O1u0RlGLKZswsUaULynxjpwWKlGDiSASkRHLl2qHeFgntkQRkj5NmKFJCiSsRkLq1c+XagTaRvshsIxEI7b3fbDFy1Fj1zoRJvr5pgSIllHxOf7sIEsmVa4d6TH3fb/lOTXx/qk4LwnMStnH7h/B8iIX+pn0aoUgpJugNWRdoiz72OCAs1w51uMLhmyRQPm36TF0G2a7duKPbY2Li/MXLOsrLHjctUKQUE/QRIRdoiz72OF7Ccu0Qft/zdf9Hj9AeVyi7PG1QJEIEoEiECECRCBGAIhEiAEUiRACKRIgAFIkQASgSIQJQJEIEoEiECECRCBGAIhEiAEVKMUEfWmWuXX6gSCkmaBlFWnPt8I3pyIiYW7rAV1cIKFJCyefCPulcu87AztKDSNdu3G79R7HQ17YQUKSEIr3UPBtyzbXrDOyciM6GIiWYuDJ1VCSAPvY4ICzXrmL9RvXN/Yd6STm2Eb+FZeZYUevtF5RvFzYmFg6i7fadNa3H06KDVLBsfdSYcbo+KEsPEWDYL5a1ow3aIkcC+8XxHTz0T70M3jv+7tp6dffeA/Xw+2fq8JHj6o1+A3y/d7ZQpIQTRyavSHHCT1y5dlgZe6X5uvriyld6hezdey36pDX9wvLtXGPihMay9UePn7dur1MfLShT12/e1WDcoCw9yIk+uLUz+8Vx4ZkJY2K/JjPCjI82OC78M4Cs6zds8f3u2UKREo6USHHiuKJy7XBi40RFRgPkMEvLXfl2rjHNib51285MPzPW2+Mn6G371s4rkmlrrmBg+85qnSuB12Z8CGbqMZb5fXKBIiWYOBIBKZGicu3Anr37ddmKVeva9QvLt3ONaU50b6AkkoxQtnhpud52iRS030VLluv6Xr37ZsafNac0U49bO4hsH2e2UKSEElciIHVrF5VrhzQhxG3heQa3X7i1Qrkr3841pjnRN2zamimbNPkDXTZh4mS9bWfpeUWCIHiNmTxTv3nrDn2M3vEpUhcgn9PfLoJEisq1wy0Rtt8cNEQ9ePRU1e//RJe78u1cY5oTHRMCM2fP1eLhGQyTBngmw9h2lp5XJIyNvogAw60ghMG+jh4/rftSJNIhgt6QdZFLrt3aiir17MXP6r1JU3S71Wsr9aTBh7PaYr1c+XZhY5oTHTN83ls+XEnN8dhZel6RTD2ujijDbR6EhWCo69O3/68itc3wgUOfHlMNjU2+3ztbKFKKCfqIkIs4uXZRuPLt7DG9V4yXu72qr3R2HxCWpWePbW418wlFIokj6NYr6VAkkjjwzLNk2crAiYikQpEIEYAiESIARSJEAIpEiAAUiRABKBIhAlAkQgSgSIQIQJEIEYAiESIARUoxQR9aZa5dfqBIKSZoGUWx59p1dn5dGBQpoeRzYV8x59rZ+XV2vl1nQZESivRS82woplw7g53d0FlQpAQTV6aOigTQxx7H5MDV7z+kf5qshFxz6YArdw5gpS36YvUtVscuLFumy735dUH5dq5xw36P6t11OtrL+ztjJe++A4d8f4swKFLCiSOTV6Q44SdmoR0y65avWKOXlcfJpYvKncNyc4y1s7pWjX93ol5yjmXldjaDnW83YOBg57hBvwfKTTQYAlawPWzEaL383ZtiFAVFSjhSIsWJ4zInIE4+UxYnly4qdw7lqMeVY+iwEe2Oxc5m8N7aRY0b9HsY8E9hb/1B/RpX1nutfUzQSjZQpAQTRyIgLZJ36XecXLqo3Dlsb9qyTZ/MZkyktKLcJVLUuEG/hwHC4VYSr5FmZKTKFoqUUOJKBKRv7bwnYJxcuqjcOS+I4jp24rRuj1uuYJHannWixg36PQy4ouJ2EqLjts5kmWcLRUoo+Zz+dpGtSHFy6aJy50rmzddXI5zUeJ7atGW7PskHDR7mE8mbb4fEINe4Qb+HF1zZUI/fw66LgiKlmKA3ZF2E5doF5cCBuLl0YblzmFQ48tkJPWOHekxaVG1su7rZItn5dq5xw34PQ/nKtbre7KsjUKQUE/QRIRfZ5NoFkWsunekbljuHvt7btDCC8u1c44aB5zKID+HsuigoEhEn6hYqieC2Du9HYcrdrssGikTEKcZcusqqzbG+NpMiESIARSJEAIpEiAAUiRABKBIhAlAkQgSgSIQIQJEIEYAiESIARSJEAIqUYoI+tMpcu/xAkVJM0DKKJOfaJTWzLhsoUkLJ58K+pOba2Zl1xQRFSijSS82zoRhz7ZICRUowcWXqqEgAfexxQFjOHIjKt/PmyCFDDhFe3rEvNn6h6vZ90i6zzjsuIrXQHytusULWtc/OgiIlnDgyeUWKE37iypnLJt/OmyNnYrwQgoKxIQSWqiOnwbuM3GTf4ZmpdP4inSIEoWrrDjj3aR97oaBICUdKpDhxXK6cuWzy7ewcOeQ87Nm7X7/esWt3q2gP9GuvSCajDsEqpt+MmSU64su1T/vYCwVFSjBxJAJSIoGwnLls8u3sJefIkLt1575+ffX6bbW7dp9+7RUpKKPO4Nqn3bZQUKSEElciIHVr58XOmcsm384WyWTIlS0p1z9NMqpXJDwn4fWIkWMy/UaOGqv379pnZ0GREko+p79dBInkypnLJt/OFglgogATCN6JB69I3Xv00hMPuGVDWCPEwn4wrmuf9n4KBUVKMUFvyLoIy7Vz5cyBsHw7V44cnptQt65yQ6bMzqyDINdu3NHjQlwEPyJmy7VPez+FgiKlmKCPCLmIyrWLypmz8+2kwLi4Qtnlpi4f++woFIkQASgSIQJQJEIEoEiECECRCBGAIhEiAEUiRID/B5y4f2uTkJtnAAAAAElFTkSuQmCC)패키지 명명 규칙 및 자바 파일 명명 규칙**
   * 패키지명은 3자리 이상으로 정의한다.
     + com.creationstack.backend.auth : jwt, auth 파일 정의
     + com.creationstack.backend.config : 설정 파일 정의
     + com.creationstack.backend.controller : controller 파일 정의
     + com.creationstack.backend.domain : domain/enum 파일 정의
     + com.creationstack.backend.dto : dto 파일 정의
     + com.creationstack.backend.etc : 기타 파일 정의
     + com.creationstack.backend.exception : 예외처리 파일 정의
     + com.creationstack.backend.repository : repository 파일 정의
     + com.creationstack.backend.service : service 파일 정의
   * 자바 파일은 3자리 이상의 package명 하위에 작성한다.
2. **자바스크립트 XML 파일 명명 규칙**
   * 업무 및 기능 단위로 영문으로 명명하며 약어는 지양한다.
     + login : 로그인
     + slide : 이미지 슬라이드
     + modal : 모달
     + signUpFormCheck : 회원가입시 유효성 검사
     + navigo : 네비게이션바

예) mypageValidation.js : 마이페이지에서 유효성검사 기능에 사용되는 자바스크립트 파일

1. **클래스 명명 규칙**

* Domain의 경우 해당 데이터베이스 테이블명칭을 그대로 갖는 클래스 이름을 사용하며,

com.creationstack.backend.domain 을 상위 패키지로 갖는다.

예1) *com.creationstack.backend.domain.Academy.class*

예2) *com.creationstack.backend.domain.Board.class*

* DTO의 경우 사용되는 목적에 따라 Dto 앞에 Request/Response를 붙여서 클래스를 명명하며 com.creationstack.backend.dto를 상위 패키지로 갖는다.

예 1) com.creationstack.backend.dto.AcademyRequestDto

예 2) com.creationstack.backend.dto.RateResponseDto

* Repository, Controller, Service의 경우 기본적으로 해당 domain명칭에 각각 Repository, Controller, Service를 붙여서 클래스를 명명하며, 각각 com.creationstack.backend.repository, com.creationstack.backend.controller, com.creationstack.backend.service를 상위 패키지로 갖는다.

예 1) com.creationstack.backend.repository.AcademyRepository.class

예 2) com.creationstack.backend.controller.AcademyController.class

예 3) com.creationstack.backend.service.AcademyService.class

1. **객체 및 변수 명명 규칙**

* 객체의 경우 해당 객체가 페이지 내에서 유일할 경우 첫글자를 소문자로 바꾼 클래스명을 그대로 사용한다.

- 예1) 클래스 AcademyService의 객체 *academyService*

- 예 2) 클래스 CourseRepository의 객체 *courseRepository*

* 변수의 경우 단순 증감이며 for문 등의 제어문 내에서 선언되는 경우 <i,j,k> 등의 간단한 소문자를 사용한다. 또한 임시적인 변수로 <temp>를 사용한다.

- 예 1) *for(int j = 0; j <courses.size(); j++)*

- 예 2) *for(int temp = 0; temp< nList.getLength(); temp++)*

* 특정 정보를 담고 있는 변수인 경우, 해당 정보의 성격을 나타낼 수 있는 명칭을 사용한다

- 예) String *userId* = “사용자 ID 정보”;

- HTML내의 <input> 태그로 사용되는 필드 값을 전달받을 경우 동일한 이름의 변수에 할당한다.

1. **데이터베이스 명명 규칙**

* 테이블 명칭 : 테이블의 용도를 알수있도록 명명한다. 단, MySQL의 예약어(USER, ORDER, GROUP 등)와 중복될 경우에는 복수형 명칭을 사용하여 충돌을 방지한다.

예 1) 게시판 테이블 : BOARD

예 2) 사용자 테이블 : USERS

예 3) 학원 정보 테이블 : ACADEMY

* 필드 명칭: 외부참조키가 아닌 경우 <TABLE NAME>+’\_’를 붙이는 형태로 사용하며, 외부참조키(FK)인 경우는 해당 해당 FK의 원본 필드 명칭을 그대로 사용한다.

예 1) 게시판 테이블의 ID : BOARD\_ID

예 2) 댓글 테이블의 FK(게시판 ID) : BOARD\_ID

# 3. 개발 구조

1. **디렉토리 구조**

* 경로는 클래스 및 인터페이스 파일의 경우 <groudId> ‘com.gukbit’을 상위 패키지로 갖고, 그 외 파일들은resources를 상위로 갖는다.
* Directory 이름은 의미있는 하나의 영문 단어로 구성하고 전부 소문자로 표기하도록 함. 또한 혼동을 피하기 위해 가급적 약어를 사용하지 않도록 함.
* 다음은 백엔드 디렉토리 구조이다.
  + - JAVA Class 파일 : <groupId> ‘com.creationstack.backend + <package>
    - JAVA Source 파일 : <groupId> ‘com.creationstack.backend’ + <package>
    - JAVA Test 파일 : ‘/test/java’ + <groupId> + ‘com.creationstack.backend’
* 다음은 프론트엔드 디렉토리 구조이다.
  + - JavaScript XML 파일 : ‘/src/pages + ‘/페이지명’, ‘/src/layouts’, ‘src/components’ + ‘/기능명’
    - 정적 파일 : ‘/src/assets/images’
    - API 통신 파일 : ‘/src/api’
    - 비즈니스 로직 파일 : ‘/src/pages’ + ‘/페이지명’
    - 공통 유틸 함수 파일 : ‘/src/utils’
    - CSS 파일 : ‘/src/pages’ + ‘/페이지명’, ‘/src/components‘ + ‘/기능명’, ‘src/styles’

# 4. 코드 구조

1. **JAVA 코드 구조 (MVC단위로, front & back)**
   * Repository 구조 예제

| package com.creationstack.backend.repository;  import java.util.List;  import java.util.Optional;  import org.springframework.data.jpa.repository.JpaRepository;  import org.springframework.stereotype.Repository;  import com.creationstack.backend.domain.user.Job;  import com.creationstack.backend.domain.user.JobType;  @Repository  public interface JobRepository extends JpaRepository<Job, Integer> {  List<Job> findAllByOrderByNameAsc();  boolean existsByName(String name);  boolean existsByJobType(JobType jobType);  Optional<Job> findByName(String name);  Optional<Job> findByJobType(JobType jobType);  } |
| --- |

* + Service 구조 예제

| package com.creationstack.backend.service;  import java.time.LocalDateTime;  import java.util.List;  import java.util.Map;  import java.util.stream.Collectors;  import org.springframework.http.HttpStatus;  import org.springframework.stereotype.Service;  import com.creationstack.backend.domain.payment.Payment;  import com.creationstack.backend.domain.payment.PaymentMethod;  import com.creationstack.backend.domain.payment.PaymentStatus;  import com.creationstack.backend.domain.subscription.Subscription;  import com.creationstack.backend.domain.subscription.SubscriptionStatus;  import com.creationstack.backend.domain.subscription.SubscriptionStatusName;  import com.creationstack.backend.domain.user.User;  import com.creationstack.backend.dto.Subscription.SubscriptionRequestDto;  import com.creationstack.backend.dto.Subscription.SubscriptionResponseDto;  import com.creationstack.backend.dto.Subscription.UserSubscriptionDto;  import com.creationstack.backend.dto.member.PublicProfileResponse;  import com.creationstack.backend.etc.Role;  import com.creationstack.backend.exception.CustomException;  import com.creationstack.backend.repository.PaymentMethodRepository;  import com.creationstack.backend.repository.PaymentRepository;  import com.creationstack.backend.repository.SubscriptionRepository;  import com.creationstack.backend.repository.SubscriptionStatusRepository;  import com.creationstack.backend.repository.UserRepository;  import org.springframework.transaction.annotation.Transactional;  import lombok.RequiredArgsConstructor;  import lombok.extern.slf4j.Slf4j;  @Service  @RequiredArgsConstructor  @Slf4j  public class SubscriptionService {  private final SubscriptionRepository subscriptionRepository;  private final SubscriptionStatusRepository statusRepository;  private final PaymentMethodRepository paymentMethodRepository;  private final PaymentRepository paymentRepository;  private final UserRepository userRepository;  // 구독 생성 (PENDING 상태)  @Transactional  public SubscriptionResponseDto createPendingSubscription(Long subscriberId, SubscriptionRequestDto request) {  *log*.info("구독 생성 시작");  // 1. 구독 상태 PENDING 로딩  SubscriptionStatus pendingStatus = statusRepository.findByName("PENDING")  .orElseThrow(() -> new CustomException(HttpStatus.*INTERNAL\_SERVER\_ERROR*,  "PENDING 상태를 찾을 수 없습니다"));  // 2. 결제 수단 존재 확인  *log*.info("요청 userId: {}", subscriberId);  *log*.info("결제 수단 ID: {}", request.getPaymentMethodId());  PaymentMethod paymentMethod = paymentMethodRepository.findById(request.getPaymentMethodId())  .orElseThrow(() -> new CustomException(HttpStatus.*BAD\_REQUEST*, "결제 수단 정보가 없습니다."));  LocalDateTime now = LocalDateTime.*now*();  // 3. 자기 자신에게 구독 불가  if (subscriberId.equals(request.getCreatorId())) {  throw new CustomException(HttpStatus.*BAD\_REQUEST*, "자기 자신을 구독할 수 없습니다.");  }  // 4. 대상 크리에이터가 크리에이터인지 확인  User creator = userRepository.findById(request.getCreatorId())  .orElseThrow(() -> new CustomException(HttpStatus.*NOT\_FOUND*, "대상 사용자가 존재하지 않습니다."));  *log*.info("대상 role: {}", creator.getRole());  *log*.info("Role.CREATOR: {}", Role.*CREATOR*);  *log*.info("creator.getRole() 클래스: {}", creator.getRole().getClass().getName());  if (!"CREATOR".equals(creator.getRole().name())) {  throw new CustomException(HttpStatus.*BAD\_REQUEST*, "해당 사용자는 크리에이터가 아닙니다.");  }  // 5. 기존 구독 확인 및 처리  Subscription existing = subscriptionRepository  .findBySubscriberIdAndCreatorId(subscriberId, request.getCreatorId())  .orElse(null);  Subscription subscription;  if (existing != null) {  if (SubscriptionStatusName.*ACTIVE*.equals(existing.getStatus().getName())) {  throw new CustomException(HttpStatus.*CONFLICT*, "이미 활성화된 구독이 있습니다.");  }  // 기존 구독이 있으나 ACTIVE는 아님 → 상태 유지 (변경 없음), 이후 결제 성공 시 상태 갱신  subscription = existing;  } else {  subscription = new Subscription();  subscription.setSubscriberId(subscriberId);  subscription.setAmount(4900);  subscription.setCreatorId(request.getCreatorId());  subscription.setStatus(pendingStatus);  subscription.setStartedAt(now);  subscription.setNextPaymentAt(now.plusMonths(1));  subscription.setPaymentMethod(paymentMethod);  subscriptionRepository.save(subscription);  }  return SubscriptionResponseDto.*builder*()  .subscriptionId(subscription.getSubscriptionId())  .creatorId(subscription.getCreatorId())  .statusName(subscription.getStatus().getName())  .startedAt(subscription.getStartedAt())  .nextPaymentAt(subscription.getNextPaymentAt())  .lastPaymentAt(subscription.getLastPaymentAt())  .message("구독 요청이 접수되었습니다 (PENDING)")  .build();  }  // 결제 성공 후 구독 활성화  @Transactional  public void activateSubscription(Long subscriptionId, Long paymentId) {  Subscription subscription = subscriptionRepository.findById(subscriptionId)  .orElseThrow(() -> new CustomException(HttpStatus.*NOT\_FOUND*, "구독 정보를 찾을 수 없습니다."));  SubscriptionStatus activeStatus = statusRepository.findByName("ACTIVE")  .orElseThrow(() -> new CustomException(HttpStatus.*INTERNAL\_SERVER\_ERROR*,  "ACTIVE 상태 정보가 없습니다."));  Payment payment = paymentRepository.getReferenceById(paymentId);  if (payment.getPaymentStatus() != PaymentStatus.*SUCCESS*) {  throw new CustomException(HttpStatus.*BAD\_REQUEST*, "결제가 실패하였습니다.");  }  subscription.setStatus(activeStatus);  subscription.setLastPaymentAt(payment.getSuccessAt());  subscription.setPaymentMethod(payment.getPaymentMethod());  // 기존 nextPaymentAt이 없을 수도 있으니 null check  subscription.setNextPaymentAt(  subscription.getNextPaymentAt() == null ? subscription.getStartedAt().plusMonths(1)  : subscription.getNextPaymentAt());  subscriptionRepository.save(subscription);  }  // 결제 실패 처리: 이전 구독이면 EXPIRED, 신규면 삭제  @Transactional  public void handleSubscriptionFailure(Long subscriptionId) {  Subscription subscription = subscriptionRepository.findById(subscriptionId)  .orElseThrow(() -> new CustomException(HttpStatus.*NOT\_FOUND*, "해당 구독을 찾을 수 없습니다."));  String statusName = subscription.getStatus().getName();  if (SubscriptionStatusName.*PENDING*.equals(statusName)) {  // 결제 전 신규 구독 실패 → 삭제  subscriptionRepository.delete(subscription);  return;  }  // 기존 구독이었던 경우 → EXPIRED 처리  SubscriptionStatus expiredStatus = statusRepository.findByName(SubscriptionStatusName.*EXPIRED*)  .orElseThrow(() -> new CustomException(HttpStatus.*INTERNAL\_SERVER\_ERROR*,  "EXPIRED 상태를 찾을 수 없습니다."));  subscription.setStatus(expiredStatus);  subscriptionRepository.save(subscription);  }  // 구독 여부 조회  @Transactional(readOnly = true)  public boolean isActiveSubscriber(Long creatorId, Long SubscriberId) {  SubscriptionStatus activeStatus = statusRepository.findByName("ACTIVE")  .orElseThrow(() -> new CustomException(HttpStatus.*INTERNAL\_SERVER\_ERROR*,  "ACTIVE 상태 정보가 없습니다."));  return subscriptionRepository.existsByCreatorIdAndSubscriberIdAndStatus(  creatorId, SubscriberId, activeStatus);  }  // 사용자의 구독 목록 조회  @Transactional  public List<UserSubscriptionDto> getMySubscriptions(Long userId) {  List<UserSubscriptionDto> list = subscriptionRepository.findAllBySubscriberId(userId);  if (list.isEmpty()) {  return list;  }  List<Long> creatorIds = list.stream().map(UserSubscriptionDto::getCreatorId).distinct().toList();  List<Object[]> counts = subscriptionRepository.countActiveSubscriptionsByCreatorIds(creatorIds);  Map<Long, Long> subsCountMap = counts.stream()  .collect(Collectors.*toMap*(row -> (Long) row[0], row -> (Long) row[1]));  list.forEach(dto -> {  dto.setSubsCount(subsCountMap.getOrDefault(dto.getCreatorId(), 0L));  dto.setMessage(switch (dto.getStatusName()) {  case "ACTIVE" -> "다음 결제 예정일: " + format(dto.getNextPaymentAt());  case "CANCELLED" -> "만료 예정일: " + format(dto.getNextPaymentAt());  case "EXPIRED" -> "만료된 구독입니다.";  case "PENDING" -> "결제 대기 중입니다.";  default -> "";  });  });  return list;  }  private String format(LocalDateTime dt) {  return dt != null ? dt.toLocalDate().toString() : "";  }  // 사용자가 구독한 크리에이터 목록 조회  @Transactional(readOnly = true)  public List<PublicProfileResponse> getSubscribedCreators(String nickname) {  List<PublicProfileResponse> list = subscriptionRepository.findSubscribedCreatorsByNickname(nickname);  if (list.isEmpty()) {  return list;  }  List<Long> creatorIds = list.stream().map(PublicProfileResponse::getUserId).distinct().toList();  List<Object[]> counts = subscriptionRepository.countActiveSubscriptionsByCreatorIds(creatorIds);  Map<Long, Long> subsCountMap = counts.stream()  .collect(Collectors.*toMap*(row -> (Long) row[0], row -> (Long) row[1]));  list.forEach(dto -> dto.setSubsCount(subsCountMap.getOrDefault(dto.getUserId(), 0L)));  return list;  }  @Transactional  public void cancelSubscription(Long subscriptionId, Long userId) {  Subscription subscription = subscriptionRepository.findById(subscriptionId)  .orElseThrow(() -> new CustomException(HttpStatus.*NOT\_FOUND*, "구독 정보를 찾을 수 없습니다."));  if (!subscription.getSubscriberId().equals(userId)) {  throw new CustomException(HttpStatus.*FORBIDDEN*, "해당 구독을 해지할 권한이 없습니다.");  }  SubscriptionStatus cancelledStatus = statusRepository.findByName("CANCELLED")  .orElseThrow(() -> new CustomException(HttpStatus.*INTERNAL\_SERVER\_ERROR*,  "CANCELLED 상태 정보를 찾을 수 없습니다."));  subscription.setStatus(cancelledStatus);  // 크리에이터의 구독자 수 감소  User creator = userRepository.findById(subscription.getCreatorId())  .orElseThrow(() -> new CustomException(HttpStatus.*NOT\_FOUND*, "크리에이터를 찾을 수 없습니다."));  creator.setSubscriberCount(Math.*max*(0, creator.getSubscriberCount() - 1));  userRepository.save(creator);  }  } |
| --- |

* + Controller 구조 예제

| package com.creationstack.backend.controller;  import java.util.stream.Collectors;  import org.springframework.http.HttpStatus;  import org.springframework.http.ResponseEntity;  import org.springframework.security.core.Authentication;  import org.springframework.validation.BindingResult;  import org.springframework.web.bind.annotation.DeleteMapping;  import org.springframework.web.bind.annotation.GetMapping;  import org.springframework.web.bind.annotation.PostMapping;  import org.springframework.web.bind.annotation.RequestBody;  import org.springframework.web.bind.annotation.RequestMapping;  import org.springframework.web.bind.annotation.RequestParam;  import org.springframework.web.bind.annotation.RestController;  import com.creationstack.backend.dto.member.EmailCheckResponse;  import com.creationstack.backend.dto.member.NicknameCheckResponse;  import com.creationstack.backend.dto.member.SignupRequest;  import com.creationstack.backend.dto.member.SignupResponse;  import com.creationstack.backend.service.AuthService;  import com.creationstack.backend.service.UserService;  import jakarta.validation.Valid;  import lombok.RequiredArgsConstructor;  import lombok.extern.slf4j.Slf4j;  @RestController  @RequestMapping("/api/user")  @RequiredArgsConstructor  @Slf4j  public class UserController {  private final AuthService authService;  @PostMapping  public ResponseEntity<SignupResponse> signup(@Valid @RequestBody SignupRequest request,  BindingResult bindingResult) {  // 유효성 검사 오류 처리  if (bindingResult.hasErrors()) {  String errorMessage = bindingResult.getFieldErrors().stream()  .map(error -> error.getDefaultMessage())  .collect(Collectors.*joining*(", "));  SignupResponse response = SignupResponse.*builder*()  .success(false)  .message("입력 정보가 올바르지 않습니다: " + errorMessage)  .build();  return ResponseEntity.*badRequest*().body(response);  }  try {  SignupResponse response = authService.signup(request);  if (response.isSuccess()) {  return ResponseEntity.*status*(HttpStatus.*CREATED*).body(response);  } else {  return ResponseEntity.*badRequest*().body(response);  }  } catch (IllegalArgumentException e) {  *log*.error("회원가입 실패: {}", e.getMessage());  SignupResponse response = SignupResponse.*builder*()  .success(false)  .message(e.getMessage())  .build();  return ResponseEntity.*badRequest*().body(response);  } catch (Exception e) {  *log*.error("회원가입 중 예상치 못한 오류 발생", e);  SignupResponse response = SignupResponse.*builder*()  .success(false)  .message("서버 오류가 발생했습니다. 잠시 후 다시 시도해주세요.")  .build();  return ResponseEntity.*status*(HttpStatus.*INTERNAL\_SERVER\_ERROR*).body(response);  }  }  @GetMapping("/check-email")  public ResponseEntity<EmailCheckResponse> checkEmailDuplicate(@RequestParam String email) {  try {  boolean isAvailable = authService.isEmailAvailable(email);  EmailCheckResponse response = EmailCheckResponse.*builder*()  .success(true)  .available(isAvailable)  .message(isAvailable ? "사용 가능한 이메일입니다." : "이미 사용 중인 이메일입니다.")  .build();  return ResponseEntity.*ok*(response);  } catch (Exception e) {  *log*.error("이메일 중복 확인 중 오류 발생", e);  EmailCheckResponse response = EmailCheckResponse.*builder*()  .success(false)  .available(false)  .message("이메일 중복 확인 중 오류가 발생했습니다.")  .build();  return ResponseEntity.*status*(HttpStatus.*INTERNAL\_SERVER\_ERROR*).body(response);  }  }  @GetMapping("/check-nickname")  public ResponseEntity<NicknameCheckResponse> checkNicknameDuplicate(@RequestParam String nickname) {  try {  boolean isAvailable = authService.isNicknameAvailable(nickname);  NicknameCheckResponse response = NicknameCheckResponse.*builder*()  .success(true)  .available(isAvailable)  .message(isAvailable ? "사용 가능한 닉네임입니다." : "이미 존재하는 닉네임입니다.")  .build();  return ResponseEntity.*ok*(response);  } catch (Exception e) {  *log*.error("닉네임 중복 확인 중 오류 발생", e);  NicknameCheckResponse response = NicknameCheckResponse.*builder*()  .success(false)  .available(false)  .message("닉네임 중복 확인 중 오류가 발생했습니다.")  .build();  return ResponseEntity.*status*(HttpStatus.*INTERNAL\_SERVER\_ERROR*).body(response);  }  }  private final UserService userService;  @DeleteMapping("/me")  public ResponseEntity<Void> unregisterUser(Authentication authentication) {  if (authentication == null) {  throw new IllegalStateException("인증된 사용자 정보가 없습니다.");  }  Long userId = Long.*parseLong*(authentication.getName());  userService.softDeleteUser(userId);  return ResponseEntity.*ok*().build();  }  } |
| --- |

1. **React 구조**

* 예제

| import { Routes, Route } from 'react-router-dom';  import { LoginSection } from '../pages/Login/LoginSection';  import { MemberRegister } from '../pages/Register/MemberRegister';  import AuthCallback from '../pages/Register/KakaoRegisterCallback';  import { ProfileEdit } from '../pages/ProfileSettings/ProfileEdit';  import PaymentMethodManagementPage from '../pages/Payment/PaymentMethodManagementPage';  import PaymentPage from '../pages/Payment/PaymentPage';  import PaymentSuccessPage from '../pages/Payment/PaymentSuccessPage';  import ContentFormPage from '../pages/ContentForm/ContentFormPage';  import ContentEditPage from '../pages/ContentForm/ContentEditPage';  import { ContentDetailPage } from '../pages/ContentDetail/ContentDetailPage';  import { MyPage } from '../pages/MyPage/MyPage';  import { SubscriptionManage } from '../pages/ManageSubscriptionPage/SubscriptionManage';  import { UserMainPage } from '../pages/MainPage/UserMainPage/UserMainPage';  import MainLayout from '../layouts/mainLayout';  import FavoriteContent from '../pages/FavoriteContent/FavoriteContentPage';  import { CreatorMainPage } from '../pages/MainPage/CreatorMainPage/CreatorMainPage';  import CreatorManagementPage from '../pages/CreatorManagement/CreatorManagementPage';  import CreatorNoticePage from '../pages/CreatorNoticePage/CreatorNoticePage';  import { CreatorSearchPage } from '../pages/CreatorSearchPage/CreatorSearchPage';  import { ContentSearchPage } from '../pages/ContentSearchPage/ContentSearchPage';  import { UnifiedSearchPage } from '../pages/UnifiedSearchPage/UnifiedSearchPage';  import { Home } from '../pages/Home/Home';  export default function AppRoutes() {  return (  <Routes>  <Route element={<MainLayout />}>  {/\* 홈 경로 \*/}  <Route path="/" element={<Home />} />  <Route path="/payments" element={<PaymentMethodManagementPage />} />  <Route path="/payments/summary" element={<PaymentPage />} />  <Route path="/payments/success" element={<PaymentSuccessPage />} />  <Route path="/favorites" element={<FavoriteContent />} />  <Route path="/creator-management" element={<CreatorManagementPage />} />  <Route path="/content-form" element={<ContentFormPage />} />  <Route path="/mypage" element={<MyPage />} />  <Route path="/subscription-manage" element={<SubscriptionManage />} />  <Route path="/user-main/:nickname" element={<UserMainPage />} />  <Route path="/creator-main/:creatorNickname" element={<CreatorMainPage />} />  <Route path="/creators" element={<CreatorSearchPage />} />  <Route path="/contents" element={<ContentSearchPage />} />  <Route path="/search" element={<UnifiedSearchPage />} />  <Route path="/content/:contentId" element={<ContentDetailPage />} /> {/\* 콘텐츠 상세 페이지 라우트 \*/}  <Route path="/content-edit/:contentId" element={<ContentEditPage />} /> {/\* 콘텐츠 수정 페이지 라우트 \*/}  <Route path="/payments/summary/:creatorNickname" element={<PaymentPage />} />  <Route path="/profile/edit" element={<ProfileEdit />} />  <Route path="/creator/notice/:creatorNickname" element={<CreatorNoticePage />} />  </Route>  <Route path="/login" element={<LoginSection />} />  <Route path="/register" element={<MemberRegister />} />  <Route path="/auth/callback" element={<AuthCallback />} />  {/\* 404 처리 \*/}  <Route path="\*" element={<div>404 - Page Not Found</div>} />  </Routes>  );  } |
| --- |